# Question

Design a stack that supports push, pop, top, and retrieving the minimum element in constant time.

* push(x) -- Push element x onto stack.
* pop() -- Removes the element on top of the stack.
* top() -- Get the top element.
* getMin() -- Retrieve the minimum element in the stack.

**Example 1:**

**Input**

["MinStack","push","push","push","getMin","pop","top","getMin"]

[[],[-2],[0],[-3],[],[],[],[]]

**Output**

[null,null,null,null,-3,null,0,-2]

**Explanation**

MinStack minStack = new MinStack();

minStack.push(-2);

minStack.push(0);

minStack.push(-3);

minStack.getMin(); // return -3

minStack.pop();

minStack.top(); // return 0

minStack.getMin(); // return -2

**Constraints:**

* Methods pop, top and getMin operations will always be called on **non-empty** stacks.

# Solution

#### **Overview**

Firstly, don't feel bad if you find this question a bit tricky! While it's one of the easier data structure design questions, it's still one of Leetcode's more difficult "easy" questions, requiring some clever observations and problem-solving techniques.

Now, here's a few things to keep in mind before we get started.

* **Make sure that you read the question carefully**. The getMin(...) operation only needs to return the value of the minimum, it does not remove items from the *MinStack*.
* We're told that **all the MinStack operations must run in constant time**, i.e. O(1)*O*(1) time. For this reason, we can immediately rule out the use of a Binary Search Tree or Heap. While these data structures are often great for keeping track of a minimum, their core operations (find, add, and remove) are O(\log \, n)*O*(log*n*), which isn't good enough here! We will need to explore better ways.
* Some people have mentioned on the discussion forums that **the question doesn't say what to do in invalid cases**. For example, what if you are told to pop(...), getMin(...), or top(...) while there are no values on your MinStack? Because the question doesn't say, here on Leetcode that means **you can safely assume the test cases will always be valid**. In a real interview though, you should always ask the interviewer before making assumptions. They will probably either say you can assume these cases won't happen, or that you should return -1 or throw an exception if they do.
* **Finally, there is the issue of whether or not it is "fair" to use a built-in Stack** data structure as the basis of your MinStack implementation, or whether you should only use Lists or even Arrays. Because I don't think there is much advantage to using a built-in Stack here—you still need to figure out how to use it to achieve the minimum functionality—this solution article uses Stack's. Implementing an underlying *Stack* yourself shouldn't be too difficult, and is ideally something you already know how to do if you're working on this question.

**Suggestion for further study**: Once you've read through this guide and understood how to implement the MinStack class, have a go at writing a MaxStack class on your own to test your understanding! Don't simply copy-paste the MinStack code and attempt to modify it into the new role, instead write the MaxStack code without looking at the *MinStack* code again.

#### **Approach 1: Stack of Value/ Minimum Pairs**

**Intuition**

An **invariant** is something that is always true or consistent. You should always be on the lookout for useful invariants when problem-solving in math and computer science.

Recall that with a Stack, we only ever add (push) and remove (pop) numbers from the top. Therefore, an important **invariant** of a Stack is that when a new number, which we'll call x, is placed on a Stack, the numbers below it will not change for as long as number x remains on the Stack. Numbers could come and go above x for the duration of x's presence, but never below.

So, whenever number x **is** the top of the *Stack*, the minimum will always be the same, as it's simply the minimum out of x and all the numbers below it.

Therefore, in addition to putting a number on an underlying Stack inside our MinStack, we could also put its corresponding minimum value alongside it. Then whenever that particular number is at the top of the underlying Stack, the getTop(...) operation of MinStack is as simple as retrieving its corresponding minimum value.
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So, how can we actually determine what the corresponding minimum for our new number is? (in (O(1)(*O*(1) time). Have a look at the diagram above. All the minimum values are equal to either the minimum value immediately before, or the actual stack value alongside.
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Therefore, when we put a new number on the underlying Stack, we need to decide whether the minimum at that point is the new number itself, or whether it's the minimum before. It makes sense that it would always be the smallest of these two values.

Here is an animation showing the entire algorithm described above.
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**Algorithm**

Note for Python: Recall that index -1 refers to the last item in in a list. i.e. self.stack[-1] in Python is equivalent to stack.peek() in Java and other languages.

|  |
| --- |
| class MinStack {    private Stack<int[]> stack = new Stack<>();    public MinStack() { }      public void push(int x) {    /\* If the stack is empty, then the min value  \* must just be the first value we add. \*/  if (stack.isEmpty()) {  stack.push(new int[]{x, x});  return;  }    int currentMin = stack.peek()[1];  stack.push(new int[]{x, Math.min(x, currentMin)});  }      public void pop() {  stack.pop();  }      public int top() {  return stack.peek()[0];  }      public int getMin() {  return stack.peek()[1];  }  } |

**Complexity Analysis**

Let n*n* be the total number of operations performed.

* Time Complexity : O(1)*O*(1) for all operations.

push(...): Checking the top of a Stack, comparing numbers, and pushing to the top of a Stack (or adding to the end of an Array or List) are all O(1)*O*(1) operations. Therefore, this overall is an O(1)*O*(1) operation.

pop(...): Popping from a Stack (or removing from the end of an Array, or List) is an O(1)*O*(1) operation.

top(...): Looking at the top of a Stack is an O(1)*O*(1) operation.

getMin(...): Same as above. This operation is O(1)*O*(1) because we do not need to compare values to find it. If we had not kept track of it on the Stack, and instead had to search for it each time, the overall time complexity would have been O(n)*O*(*n*).

* Space Complexity : O(n)*O*(*n*).

Worst case is that all the operations are push. In this case, there will be O(2 \cdot n) = O(n)*O*(2⋅*n*)=*O*(*n*) space used.

#### **Approach 2: Two Stacks**

**Intuition**

There's another, somewhat different approach to implementing a MinStack. Approach 1 required storing two values in each slot of the underlying Stack. Sometimes though, the minimum values are very repetitive. Do we actually need to store the same minimum value over and over again?
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Turns out we don't—we could instead have two Stackss inside our MinStack. The main Stack should keep track of the order numbers arrived (a standard Stack), and the second Stack should keep track of the current minimum. We'll call this second Stack the "min-tracker" Stack for clarity.
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The push(...) method for this implementation of MinStack is straightforward. Items should always be pushed onto the main Stack, but they should only be pushed onto the min-tracker Stack if they are smaller than the current top of it. Well, that's mostly correct. There's one potential pitfall here that we'll look at soon.

MinStack's two getter methods, top(...) and getMin(...) are also straightforward with this approach. top(...) returns (but doesn't remove) the top value of the main Stack, whereas getMin(...) returns (but doesn't remove) the top of the min-tracker Stack.

This leaves us still needing to implement MinStack's pop(...) method. The value we actually need to pop is always on the top of the main underlying Stack. However, if we simply popped it from there, the min-tracker Stack would become incorrect once its top value had been removed from the main Stack.

A logical solution would be to do the following additional check and modification to the min-tracker Stack when MinStack's pop(...) method is called.

If top of main\_stack == top of min\_tracker\_stack:

min\_tracker\_stack.pop()

This way, the new minimum would now be the top of the min-tracker Stack. If you're confused about why this is, think back to the previous approach, and remember when the minimum changed.

Here is an animation showing the algorithm so far.
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As hinted to above though, there's a potential pitfall with the implementation of MinStack's push(...) method. Consider this situation.
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While 6 was already at the top of the min-tracker Stack, we pushed another 6 onto the MinStack. Because this new 6 was equal to the current minimum, it didn't change what the current minimum was, and therefore wasn't pushed. At first, this worked okay.

The problem occurred though when we started calling pop(...) on MinStack. When the most recent 6 was pop'ed, the condition for popping the min-tracker Stack too was triggered (i.e. that both internal stacks have the same top). This isn't what we wanted though—it was the earlier 6 that triggered the push(...) onto the min-tracker Stack, not the latter one! The 6 should have been left alone with that first pop(...).

The way we can solve this is a small modification to the MinStack's push(...) method. Instead of only pushing numbers to the min-tracker Stack if they are less than the current minimum, we should push them if they are less than or equal to it. While this means that some duplicates are added to the min-tracker Stack, the bug will no longer occur. Here is another animation with the same test case as above, but the bug fixed.
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**Algorithm**

|  |
| --- |
| class MinStack {  private Stack<Integer> stack = new Stack<>();  private Stack<Integer> minStack = new Stack<>();      public MinStack() { }      public void push(int x) {  stack.push(x);  if (minStack.isEmpty() || x <= minStack.peek()) {  minStack.push(x);  }  }      public void pop() {  if (stack.peek().equals(minStack.peek())) {  minStack.pop();  }  stack.pop();  }      public int top() {  return stack.peek();  }    public int getMin() {  return minStack.peek();  }  } |

**Complexity Analysis**

Let n*n* be the total number of operations performed.

* Time Complexity : O(1)*O*(1) for all operations.

Same as above. All our modifications are still O(1)*O*(1).

* Space Complexity : O(n)*O*(*n*).

Same as above.

#### **Approach 3: Improved Two Stacks**

**Intuition**

In the above approach, we pushed a new number onto the min-tracker Stack if, and only if, it was less than or equal to the current minimum.

One downside of this solution is that if the same number is pushed repeatedly onto MinStack, and that number also happens to be the current minimum, there'll be a lot of needless repetition on the min-tracker Stack. Recall that we put this repetition in to prevent a bug from occurring (refer to Approach 2).

![Repetition that can occur on the min-tracker Stack.](data:image/png;base64,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)

An improvement is to put pairs onto the min-tracker Stack. The first value of the pair would be the same as before, and the second value would be how many times that minimum was repeated. For example, this is how the min-tracker Stack for the example just above would appear.
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The push(...) and pop(...) operations of MinStack need to be slightly modified to work with the new representation.

**Algorithm**

|  |
| --- |
| class MinStack {  private Stack<Integer> stack = new Stack<>();  private Stack<int[]> minStack = new Stack<>();      public MinStack() { }      public void push(int x) {    // We always put the number onto the main stack.  stack.push(x);    // If the min stack is empty, or this number is smaller than  // the top of the min stack, put it on with a count of 1.  if (minStack.isEmpty() || x < minStack.peek()[0]) {  minStack.push(new int[]{x, 1});  }    // Else if this number is equal to what's currently at the top  // of the min stack, then increment the count at the top by 1.  else if (x == minStack.peek()[0]) {  minStack.peek()[1]++;  }  }      public void pop() {    // If the top of min stack is the same as the top of stack  // then we need to decrement the count at the top by 1.  if (stack.peek().equals(minStack.peek()[0])) {  minStack.peek()[1]--;  }    // If the count at the top of min stack is now 0, then remove  // that value as we're done with it.  if (minStack.peek()[1] == 0) {  minStack.pop();  }    // And like before, pop the top of the main stack.  stack.pop();  }      public int top() {  return stack.peek();  }    public int getMin() {  return minStack.peek()[0];  }  } |

**Complexity Analysis**

Let n*n* be the total number of operations performed.

* Time Complexity : O(1)*O*(1) for all operations.

Same as above.

* Space Complexity : O(n)*O*(*n*).

Same as above.